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Understanding evaluation contexts

At this point in the book, you have learned the basics of the DAX language. You know how to create
calculated columns and measures, and you have a good understanding of common functions used in
DAX. This is the chapter where you move to the next level in this language: After learning a solid theo-
retical background of the DAX language, you become a real DAX champion.

With the knowledge you have gained so far, you can already create manyjinteresting reports, but
you need to learn evaluation contexts in order to create more complexfofmulas. Indeed, evaluation
contexts are the basis of all the advanced features of DAX.

We want to give a few words of warning to our readersaLheiconcept of evaluation contexts is simple,
and you will learn and understand it soon. Nevertheless}ygu needto thoroughly understand several
subtle considerations and details. Otherwise, you will feel lost at a certain point on your DAX learning
path. We have been teaching DAX to thousands of users/in public and private classes, so we know that
this is normal. At a certain point, you have the®feeling that formulas work like magic because they work,
but you do not understand why. Do notworky: you will be in good company. Most DAX students reach
that point, and many others will reachsitsin the future. It simply means that evaluation contexts are not
clear enough to them. The solution, at that point, is easy: Come back to this chapter, read it again, and
you will probably find something new that you missed during your first read.

Moreover, evaluation contexts play an important role when using the CALCULATE function—which
is probably the most powerfuland hard-to-learn DAX function. We introduce CALCULATE in
Chapter 5, "Undérstanding.€ALCULATE and CALCULATETABLE," and then we use it throughout the rest
of the book. Understanding CALCULATE without having a solid understanding of evaluation contexts
is problematic. On the other hand, understanding the importance of evaluation contexts without hav-
ing ever tried to use CALCULATE is nearly impossible. Thus, in our experience with previous books we
have written, this chapter and the subsequent one are the two that are always marked up and have the
corners of pages folded over.

In the rest of the book we will use these concepts. Then in Chapter 14, “Advanced DAX concepts,”
you will complete your learning of evaluation contexts with expanded tables. Beware that the content
of this chapter is not the definitive description of evaluation contexts just yet. A more detailed descrip-
tion of evaluation contexts is the description based on expanded tables, but it would be too hard to
learn about expanded tables before having a good understanding of the basics of evaluation contexts.
Therefore, we introduce the whole theory in different steps.
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There are two evaluation contexts: the filter context and the row context. In the next sections, you learn
what they are and how to use them to write DAX code. Before learning what they are, it is important to
state one point: They are different concepts, with different functionalities and a completely different usage.

The most common mistake of DAX newbies is that of confusing the two contexts as if the row con-
text was a slight variation of a filter context. This is not the case. The filter context filters data, whereas
the row context iterates tables. When DAX is iterating, it is not filtering; and when it is filtering, it is not
iterating. Even though this is a simple concept, we know from experience that it is hard to imprint in
the mind. Our brain seems to prefer a short path to learning—when it believes there are some similari-
ties, it uses them by merging the two concepts into one. Do not be fooled. Whenever you have the
feeling that the two evaluation contexts look the same, stop and repeat this sentence in your mind like
a mantra: "The filter context filters, the row context iterates, they are not the same.”

An evaluation context is the context under which a DAX expression is eval@iated. In fact, any DAX
expression can provide different values in different contexts. This behaviofistintuitive, and this is
the reason why one can write DAX code without learning about eyaltation®€ontexts in advance. You
probably reached this point in the book having authored DAX code without learning about evaluation
contexts. Because you want more, it is now time to be more precise, taxsét up the foundations of DAX
the right way, and to prepare yourself to unleash the fullggoweref DAX.

Understanding filter contexts

Let us begin by understanding what an evaluation context is. All DAX expressions are evaluated inside a
context. The context is the “environment within which the formula is evaluated. For example, consider
a measure such as

Sales Amount := SUMX ( Sales, ‘Sales[Quantity] * Sales[Net Price] )

This formula computes the sum of quantity multiplied by price in the Sales table. We can use this
measure in a report anddookiat the results, as shown in Figure 4-1.

Sales Amount

30,591,343.98

FIGURE 4-1 The measure Sales Amount, without a context, shows the grand total of sales.

This number alone does not look interesting. However, if you think carefully, the formula computes
exactly what one would expect: the sum of all sales amounts. In a real report, one is likely to slice the
value by a certain column. For example, we can select the product brand, use it on the rows, and the
matrix report starts to reveal interesting business insights as shown in Figure 4-2.
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Brand Sales Amount

A. Datum 2,096,184.64
Adventure Works 4,011,112.28
Contoso 7,352,399.03
Fabrikam 5,554,015.73
Litware 3,255,704.03
Northwind Traders 1,040,552.13
Proseware 2,546,144.16
Southridge Video 1,384,413.85
Tailspin Toys 325,042.42
The Phone Company 1,123,819.07
Wide World Importers 1,901,956.66
Total 30,591,343.98

FIGURE 4-2 Sum of Sales Amount, sliced by brand, shows the sales of each6rand imsséparate rows.

The grand total is still there, but now it is the sum of smallér values. Each value, together with all the
others, provides more detailed insights. However, you shotild Rote that something weird is happening:
The formula is not computing what we apparently asked: iV fact, inside each cell of the report, the
formula is no longer computing the sum of all saleslInstead, it computes the sales of a given brand.
Finally, note that nowhere in the code does it say thatit«€an (or should) work on subsets of data. This
filtering happens outside of the formula.

Each cell computes a different value beeause’of the evaluation context under which DAX executes
the formula. You can think of the evaluation context of a formula as the surrounding area of the cell
where DAX evaluates the formula:

DAX evaluates all formulas within a respective context. Even though the formula is
the same, the resultiis different because DAX executes the same code against different
subsets of/data.

This context is named Filter Context and, as the name suggests, it is a context that filters tables.
Any formula ever authored will have a different value depending on the filter context used to perform
its evaluation. This behavior, although intuitive, needs to be well understood because it hides many
complexities.

Every cell of the report has a different filter context. You should consider that every cell has a dif-
ferent evaluation—as if it were a different query, independent from the other cells in the same report.
The engine might perform some level of internal optimization to improve computation speed, but you
should assume that every cell has an independent and autonomous evaluation of the underlying DAX
expression. Therefore, the computation of the Total row in Figure 4-2 is not computed by summing the
other rows of the report. It is computed by aggregating all the rows of the Sales table, although this
means other iterations were already computed for the other rows in the same report. Consequently,
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depending on the DAX expression, the result in the Total row might display a different result, unrelated
to the other rows in the same report.

Note Inthese examples, we are using a matrix for the sake of simplicity. We can define an
evaluation context with queries too, and you will learn more about it in future chapters. For
now, it is better to keep it simple and only think of reports, to have a simplified and visual
understanding of the concepts.

When Brand is on the rows, the filter context filters one brand for each cell. If we increase the com-
plexity of the matrix by adding the year on the columns, we obtain the report in Figure 4-3.

Brand CY 2007 CY 2008 CY 2009 Total

A. Datum 1,181,110.71 463,721.61 451,352.33 2]096,184.64
Adventure Works 2,249,988.11 892,674.52 868,449.65, '4/011,112.28
Contoso 2,729,818.54 2,369,167.68 2,253,412080 7,352,399.03
Fabrikam 1,652,751.34 1,993,123.48 1,908440.94+5,554,015.73
Litware 647,385.82 1,487,846.74 1,120,471.47 <3,255,704.03
Northwind Traders 372,199.93 469,827.70 198,524.49 1,040,552.13
Proseware 880,095.80 763,586.23 902/462.12 2,546,144.16
Southridge Video 688,107.56 29463504  409,671.25 1,384,413.85
Tailspin Toys 74,603.14 97,193.87 153,245.41 325,042.42
The Phone Company 362,444.46 355,629.36  405,745.25 1,123,819.07
Wide World Importers 471,440.71 740,176.76 690,339.18 1,901,956.66
Total 11,309,946.1279,927,582.99 9,353,814.87 30,591,343.98

FIGURE 4-3 Sales amount is sliced bybrandiand year.

Now each cell shows asulpsetof data pertinent to one brand and one year. The reason for this is that
the filter context of each celllnow filters both the brand and the year. In the Total row, the filter is only
on the brand, whereas in the Total column the filter is only on the year. The grand total is the only cell
that computes the sum of all sales because—there—the filter context does not apply any filter to the
model.

The rules of the game should be clear at this point: The more columns we use to slice and dice,
the more columns are being filtered by the filter context in each cell of the matrix. If one adds the
Store[Continent] column to the rows, the result is—again—different, as shown in Figure 4-4.
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Brand CY 2007 CY 2008 CY 2009 Total

A. Datum 1,181,110.71 463,721.61 451,352.33 2,096,184.64
Asia 281,936.73 125,055.80 145,386.55 552,379.08
Europe 395,159.31 165,924.22 146,867.73 707,951.26
North America 504,014.67 172,741.59 159,098.05 835,854.31

Adventure Works 2,249,988.11 892,674.52 868,449.65 4,011,112.28
Asia 620,545.52 347,150.65 414,507.89 1,382,204.07
Europe 662,553.70 275,126.51 264,973.65 1,202,653.86
North America 966,888.88 270,397.36 188,968.10 1,426,254.35

Contoso 2,729,818.54 2,369,167.68 2,253,412.80 7,352,399.03
Asia 838,967.94 998,113.24 753,146.22 2,590,227.39
Europe 905,295.91 529,596.05 694,250.12 2,129,142.08
North America 985,554.69 841,458.40 806,01647 2,633,029.56

Fabrikam 1,652,751.34 1,993,123.48 1,908,140.91 5,554,015.73
Asia 640,664.16 727,025.63 783,871.11 2,513560.89
Europe 503,428.83 383,827.59  454,944.80 4"1;,342,201.22

Total 11,309,946.12 9,927,582.99 9,353,814,87,30,591,343.98

FIGURE 4-4 The context is defined by the set of fields on rows and on columns.

Now the filter context of each cell is filtering brapd, €euntfy, and year. In other words, the filter con-
text contains the complete set of fields that one uses,on rows and columns of the report.

Note Whether a field is on the rows'er of the columns of the visual, or on the slicer and/or
page/report/visual filter, or in any other kind of filter we can create with a report—all this

is irrelevant. All these filterscontribtite to define a single filter context, which DAX uses to
evaluate the formula. Digplaying a field on rows or columns is useful for aesthetic purposes,
but nothing changesifytheyway DAX computes values.

Visual interactions in'Power Bl compose a filter context by combining different elements from a
graphical interface. Indeed, the filter context of a cell is computed by merging together all the filters
coming from rows, columns, slicers, and any other visual used for filtering. For example, look at
Figure 4-5.
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Brand CY 2007 CY 2008 CY 2009 Total
Clerical A. Datum 57,276.00 57,276.00
Manual Adventure Works 77,413.46 8,110.53 85,523.99
i Contoso 125,596.01  2,638.18 14,156.95 142,391.14
Fabrikam 434062 8,640.00 2985498 42,835.60
Litware 17,910.87 7,956.00 25,866.87
onn 1 Northwind Traders 3416139 12,733.92 212232 49,017.63
Proseware 13,183.70 10,647.00 23,830.70
Continent Southridge Video 27,239.71 77423 387418 31,888.12
Asia Tailspin Toys 458153 397638 588667 14,444.57
W furope The Phone Company 138480 86490 2,249.70

Narth America

Wide World Importers 2,395.37 2,395.37
Total 365,483.46 29,627.61 82,608.63 477,719.70

FIGURE 4-5 In a typical report, the context is defined in many ways, including slicers, filters, and other visuals.

The filter context of the top-left cell (A.Datum, CY 2007, 57,276.00) netenlyfilters the row and the
column of the visual, but it also filters the occupation (Professional) andithe continent (Europe), which
are coming from different visuals. All these filters contribute to thé definition of a single filter context
valid for one cell, which DAX applies to the whole data modelpfiortes€valuating the formula.

A more formal definition of a filter context is to say that@a/filter’context is a set of filters. A filter,
in turn, is a list of tuples, and a tuple is a set of values forsome defined columns. Figure 4-6 shows a
visual representation of the filter context under which the highlighted cell is evaluated. Each element
of the report contributes to creating the filter contektfand every cell in the report has a different filter
context.

® Calendar Year

CY 2007 A. Datum 645 . GY 2007
Adventure Works 1,639

CY 2008
Contoso

CY 2009

Fabrikam

1
1
1
1 |
1 1
1 1
1 |
1 I
oK 5K 1 1
1 High School :
1
Education 1 Partial College | 1
1
(Blank) Southridge Video X |
zaczelotrsD Tailspin Toys 3,670 ! !
raduate Degree
B High School The Phone Company 103 1 Brand 1
Wide World Importers ! :
W Partial College P 1 !
Partial High School Total ! )

FIGURE 4-6 The figure shows a visual representation of a filter context in a Power Bl report.
The filter context of Figure 4-6 contains three filters. The first filter contains a tuple for Calendar Year

with the value CY 2007. The second filter contains two tuples for Education with the values High School
and Partial College. The third filter contains a single tuple for Brand, with the value Contoso. You might
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notice that each filter contains tuples for one column only. You will learn how to create tuples with
multiple columns later. Multi-column tuples are both powerful and complex tools in the hand of a DAX
developer.

Before leaving this introduction, let us recall the measure used at the beginning of this section:
Sales Amount := SUMX ( Sales, Sales[Quantity] * Sales[Net Price] )

Here is the correct way of reading the previous measure: The measure computes the sum of Quantity
multiplied by Net Price for all the rows in Sales which are visible in the current filter context.

The same applies to simpler aggregations. For example, consider this measure:
Total Quantity := SUM ( Sales[Quantity] )

It sums the Quantity column of all the rows in Sales that are visible in the current filter context. You
can better understand its working by considering the corresponding SUM Xaversion:

Total Quantity := SUMX ( Sales, Sales[Quantity] )

Looking at the SUMX definition, we might consider that the filtegcontext affects the evaluation of
the Sales expression, which only returns the rows of the Sales,table that are visible in the current filter
context. This is true, but you should consider that the filter'context also applies to the following mea-
sures, which do not have a corresponding iterator:

Customers := DISTINCTCOUNT ( Sales[CusgomerkKey] ) -- Count customers in filter context
Colors :=

VAR ListColors = DISTINCT ( 'Producti[Color] ) -- Unique colors in filter context
RETURN COUNTROWS ( ListColorss) -- Count unique colors

It might look pedantic, atgthis point, to spend so much time stressing the concept that a filter con-
text is always active, andgthat itaffects the formula result. Nevertheless, keep in mind that DAX requires
you to be extremelyaprecise. Most of the complexity of DAX is not in learning new functions. Instead,
the complexity comesfrom the presence of many subtle concepts. When these concepts are mixed
together, what emerges'is a complex scenario. Right now, the filter context is defined by the report. As
soon as you learn how to create filter contexts by yourself (a critical skill described in the next chapter),
being able to understand which filter context is active in each part of your formula will be of para-
mount importance.

Understanding the row context

In the previous section, you learned about the filter context. In this section, you now learn the second
type of evaluation context: the row context. Remember, although both the row context and the filter
context are evaluation contexts, they are not the same concept. As you learned in the previous section,
the purpose of the filter context is, as its name implies, to filter tables. On the other hand, the row con-
text is not a tool to filter tables. Instead, it is used to iterate over tables and evaluate column values.
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This time we use a different formula for our considerations, defining a calculated column to com-
pute the gross margin:

Sales[Gross Margin] = Sales[Quantity] * ( Sales[Net Price] - Sales[Unit Cost] )

There is a different value for each row in the resulting calculated column, as shown in Figure 4-7.

Quantity Unit Cost Net Price Gross Margin

1 915.08 1,989.90 1,074.82
1 96082 2464.99 1,504.17
1 1,06022 2,559.99 1,499.77
1 1,06022 2,719.99 1,659.77
1 1,060.22 2,879.99 1,819.77
1 1,060.22 3,199.99 213977
2 048 0.76 0.56
2 048 0.88 0.81
2 1.01 1.79 1.56
2 1.01 1.85 1.68

FIGURE 4-7 There is a different value in each row of Gross Margin, depending on the value of other columns.

As expected, for each row of the table there is a differentValue in the calculated column. Indeed,
because there are given values in each row for thie thtee columns used in the expression, it comes as a
natural consequence that the final expressiontecomputes different values. As it happened with the filter
context, the reason is the presence of an gvaltiation context. This time, the context does not filter a
table. Instead, it identifies the row forwhich, the calculation happens.

Note The row context references a row in the result of a DAX table expression. It should
not be confused with,a row in the report. DAX does not have a way to directly reference a
row or a column in the'feport. The values displayed in a matrix in Power Bl and in a Pivot-
Table in Excel are the result of DAX measures computed in a filter context, or are values
stored in the table as native or calculated columns.

In other words, we know that a calculated column is computed row by row, but how does DAX know
which row it is currently iterating? It knows the row because there is another evaluation context provid-
ing the row—it is the row context. When we create a calculated column over a table with one million
rows, DAX creates a row context that evaluates the expression iterating over the table row by row,
using the row context as the cursor.
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When we create a calculated column, DAX creates a row context by default. In that case, there is no
need to manually create a row context: A calculated column is always executed in a row context. You
have already learned how to create a row context manually—by starting an iteration. In fact, one can
write the gross margin as a measure, like in the following code:

Gross Margin :=
SUMX  (
Sales,
Sales[Quantity] * ( Sales[Net Price] - Sales[Unit Cost] )

In this case, because the code is for a measure, there is no automatic row context. SUMX, being an
iterator, creates a row context that starts iterating over the Sales table, row by row. During the iteration,
it executes the second expression of SUMX inside the row context. Thus, during each step of the itera-
tion, DAX knows which value to use for the three column names used in the expression.

The row context exists when we create a calculated column or when\we"are computing an expres-
sion inside an iteration. There is no other way of creating a row conitext Méreover, it helps to think
that a row context is needed whenever we want to obtain the yalue‘ef.a’column for a certain row. For
example, the following measure definition is invalid. Indeed, it tries to compute the value of Sales[Net
Price] and there is no row context providing the row for which the calculation needs to be executed:

Gross Margin := Sales[Quantity] * ( Sales[Net Price] - Sales[Unit Cost] )

This same expression is valid when executed,for a calgulated column, and it is invalid if used in a
measure. The reason is not that measures andsCalculated columns have different ways of using DAX.
The reason is that a calculated column,has‘an automatic row context, whereas a measure does not. If
one wants to evaluate an expressiomrow by row inside a measure, one needs to start an iteration to
create a row context.

Note A column refergncerequires a row context to return the value of the column from a
table. A columin referénge can be also used as an argument for several DAX functions with-
out a row context. For example, DISTINCT and DISTINCTCOUNT can have a column refer-
ence as a parameter, without defining a row context. Nonetheless, a column reference in a
DAX expression requires a row context to be evaluated.

At this point, we need to repeat one important concept: A row context is not a special kind of filter
context that filters one row. The row context is not filtering the model in any way; the row context only
indicates to DAX which row to use out of a table. If one wants to apply a filter to the model, the tool to
use is the filter context. On the other hand, if the user wants to evaluate an expression row by row, then
the row context will do the job.
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Testing your understanding of evaluation contexts

88

Before moving on to more complex descriptions about evaluation contexts, it is useful to test your
understanding of contexts with a couple of examples. Please do not look at the explanation immedi-
ately; stop after the question and try to answer it. Then read the explanation to make sense of it. As a
hint, try to remember, while thinking, “The filter context filters; the row context iterates. This means that
the row context does not filter, and the filter context does not iterate.”

Using SUM in a calculated column

The first test uses an aggregator inside a calculated column. What is the result of the following expres-
sion, used in a calculated column, in Sales?

Sales[SumOfSalesQuantity] = SUM ( Sales[Quantity] )
Remember, this internally corresponds to this equivalent syntax:

Sales[SumOfSalesQuantity] = SUMX ( Sales, Sales[Quantity]

Because it is a calculated column, it is computed row by row'ih,afew context. What number do you
expect to see? Choose from these three answers:

m  The value of Quantity for that row, that is, a different value for each row.

m  The total of Quantity for all the rows, that'is,.the same value for all the rows.
m  An error; we cannot use SUM insidesa,caleulated column.

Stop reading, please, while we waitsfor yeureducated guess before moving on.

Here is the correct reasoning.<fYou have learned that the formula means, "the sum of quantity for all
the rows visible in the currentfilter context.” Moreover, because the code is executed for a calculated
column, DAX evaluatesrthe formularow by row, in a row context. Nevertheless, the row context is not
filtering the table. The only context that can filter the table is the filter context. This turns the question
into a different one: What.isfthe filter context, when the formula is evaluated? The answer is straight-
forward: The filter context is empty. Indeed, the filter context is created by visuals or by queries, and a
calculated column is computed at data refresh time when no filtering is happening. Thus, SUM works
on the whole Sales table, aggregating the value of Sales[Quantity] for all the rows of Sales.

The correct answer is the second answer. This calculated column computes the same value for each
row, that is, the grand total of Sales[Quantity] repeated for all the rows. Figure 4-8 shows the result of
the SumOfSalesQuantity calculated column.
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Quantity Unit Cost Net Price SumOfSalesQuantity
1 0.48 0.76 140,180.00
1 0.48 0.86 140,180.00
1 0.48 0.88 140,180.00
1 0.48 0.95 140,180.00
1 1.01 1.79 140,180.00
1 1.01 1.85 140,180.00
1 1.01 1.99 140,180.00
1 1.50 2.35 140,180.00
1 1.50 2.50 140,180.00
1 1.50 2.65 140,180.00
1 1.50 2.79 140,180.00
1 1.50 2.94 140,180.00

FIGURE 4-8 SUM ( Sales[Quantity] ), in a calculated column, is computed against the®€ntire database.

This example shows that the two evaluation contexts exist/at the,same time, but they do not interact.
The evaluation contexts both work on the result of a formula, butthey do so in different ways.
Aggregators like SUM, MIN, and MAX only use the filtericontext, and they ignore the row context. If
you have chosen the first answer, as many students typically’do, it is perfectly normal. The thing is that
you are still confusing the filter context and the row centext. Remember, the filter context filters; the
row context iterates. The first answer is the moShcommon, when using intuitive logic, but it is wrong—
now you know why. However, if you chose thé correct answer ... then we are glad this section helped
you in learning the important differep€ebetween the two contexts.

Using columns in @' measure

The second test is slightly different. Imagine we define the formula for the gross margin in a measure
instead of in a calétlated €olumn. We have a column with the net price, another column for the product
cost, and we write the following expression:

GrossMargin% := ( Sales[Net Price] - Sales[Unit Cost] ) / Sales[Unit Cost]
What will the result be? As it happened earlier, choose among the three possible answers:
m  The expression works correctly, time to test the result in a report.
m  An error, we should not even write this formula.
m  We can define the formula, but it will return an error when used in a report.

As in the previous test, stop reading, think about the answer, and then read the following
explanation.
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The code references Sales[Net Price] and Sales[Unit Cost] without any aggregator. As such, DAX
needs to retrieve the value of the columns for a certain row. DAX has no way of detecting which row
the formula needs to be computed for because there is no iteration happening and the code is notin a
calculated column. In other words, DAX is missing a row context that would make it possible to retrieve
a value for the columns that are part of the expression. Remember that a measure does not have an
automatic row context; only calculated columns do. If we need a row context in a measure, we should
start an iteration.

Thus, the second answer is the correct one. We cannot write the formula because it is syntactically
wrong, and we get an error when trying to enter the code.

Using the row context with iterators

920

You learned that DAX creates a row context whenever we define a calculated column or when we start
an iteration with an X-function. When we use a calculated column, the presence of the row context is
simple to use and understand. In fact, we can create simple calculated colimns without even knowing
about the presence of the row context. The reason is that the row €ontextis created automatically by
the engine. Therefore, we do not need to worry about the presenceofshe row context. On the other
hand, when using iterators we are responsible for the creation ahd the®iandling of the row context.
Moreover, by using iterators we can create multiple nested row'€ontexts; this increases the complexity
of the code. Therefore, it is important to understand more,precisely the behavior of row contexts with
iterators.

For example, look at the following DAX measure:
IncreasedSales := SUMX ( Sales, Sales[Net Price] * 1.1 )

Because SUMX is an iterator, SUMXicreates a row context on the Sales table and uses it during the
iteration. The row context iterates the Sales table (first parameter) and provides the current row to the
second parameter durimgythe iteration. In other words, DAX evaluates the inner expression (the second
parameter of SUMX) in ag&W,context containing the currently iterated row on the first parameter.

Please note that the tWo parameters of SUMX use different contexts. In fact, any piece of DAX code
works in the context where it is called. Thus, when the expression is executed, there might already be a
filter context and one or many row contexts active. Look at the same expression with comments:

SUMX (

Sales, -- External filter and row contexts

Sales[Net Price] * 1.1 -- External filter and row contexts + new row context
)

The first parameter, Sales, is evaluated using the contexts coming from the caller. The second
parameter (the expression) is evaluated using both the external contexts plus the newly created row
context.
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All iterators behave the same way:
1. Evaluate the first parameter in the existing contexts to determine the rows to scan.
2. Create a new row context for each row of the table evaluated in the previous step.

3. Iterate the table and evaluate the second parameter in the existing evaluation context, includ-
ing the newly created row context.

4. Aggregate the values computed during the previous step.

Be mindful that the original contexts are still valid inside the expression. Iterators add a new row
context; they do not modify existing filter contexts. For example, if the outer filter context contains a
filter for the color Red, that filter is still active during the whole iteration. Besides, remember that the
row context iterates; it does not filter. Therefore, no matter what, we cannot override the outer filter
context using an iterator.

This rule is always valid, but there is an important detail that is not trivial. If the previous contexts
already contained a row context for the same table, then the newly créated row context hides the
previous existing row context on the same table. For DAX newbies, this‘is a possible source of mistakes.
Therefore, we discuss row context hiding in more detail in theinext two sections.

Nested row contexts on different tables

The expression evaluated by an iterator can beyery complex. Moreover, the expression can, on its own,
contain further iterations. At first sightstarting afi iteration inside another iteration might look strange.
Still, it is a common DAX practice because hestifig iterators produce powerful expressions.

For example, the following code contains three nested iterators, and it scans three tables: Catego-
ries, Products, and Sales.

SUMX (
'Product Category" 4 -- Scans the Product Category table
SUMX ( -- For each category
RELATEDPABLE ( 'Product' ), -- Scans the category products
SUMX ( -- For each product
RELATEDTABLE ( Sales ) -- Scans the sales of that product
Sales[Quantity] -
* '"Product'[Unit Pricel] -- Computes the sales amount of that sale
* 'Product Category'[Discount]
D)
)
)

The innermost expression—the multiplication of three factors—references three tables. In fact,
three row contexts are opened during that expression evaluation: one for each of the three tables that
are currently being iterated. It is also worth noting that the two RELATEDTABLE functions return the
rows of a related table starting from the current row context. Thus, RELATEDTABLE ( Product), being
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executed in a row context from the Categories table, returns the products of the given category. The
same reasoning applies to RELATEDTABLE ( Sales ), which returns the sales of the given product.

The previous code is suboptimal in terms of both performance and readability. As a rule, it is fine to
nest iterators provided that the number of rows to scan is not too large: hundreds is good, thousands
is fine, millions is bad. Otherwise, we may easily hit performance issues. We used the previous code to
demonstrate that it is possible to create multiple nested row contexts; we will see more useful examples
of nested iterators later in the book. One can express the same calculation in a much faster and read-
able way by using the following code, which relies on one individual row context and the RELATED
function:

SUMX (
Sales,
Sales[Quantity]
* RELATED ( 'Product'[Unit Price] )
* RELATED ( 'Product Category'[Discount] )
)

Whenever there are multiple row contexts on different tables, one cafl use them to reference the
iterated tables in a single DAX expression. There is one scenario, howevefwhich proves to be challenging.
This happens when we nest multiple row contexts on the samé tablemwhich is the topic covered in the
following section.

Nested row contexts on the same table

The scenario of having nested row contexts onthe,same table might seem rare. However, it does hap-
pen quite often, and more frequently in calculated columns. Imagine we want to rank products based
on the list price. The most expensive product should be ranked 1, the second most expensive product
should be ranked 2, and so on. Wescould selvéythe scenario using the RANKX function. But for educa-
tional purposes, we show how to selveitusing simpler DAX functions.

To compute the ranking, for'each product we can count the number of products whose price is
higher than the current préduct’s. If there is no product with a higher price than the current product
price, then the current proddct is the most expensive and its ranking is 1. If there is only one product
with a higher price, then the ranking is 2. In fact, what we are doing is computing the ranking of a
product by counting the number of products with a higher price and adding 1to the result.

Therefore, one can author a calculated column using this code, where we used PriceOfCurrent-
Product as a placeholder to indicate the price of the current product.

1 'Product' [UnitPriceRank] =

2 COUNTROWS (

3 FILTER (

4. 'Product"',

5 '"Product'[Unit Price] > PriceOfCurrentProduct
6 )

7 ) + 1
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FILTER returns the products with a price higher than the current products’ price, and COUNTROWS
counts the rows of the result of FILTER. The only remaining issue is finding a way to express the price of
the current product, replacing PriceOfCurrentProduct with a valid DAX syntax. By “current,” we mean
the value of the column in the current row when DAX computes the column. It is harder than you might
expect.

Focus your attention on line 5 of the previous code. There, the reference to Product[Unit Price] refers
to the value of Unit Price in the current row context. What is the active row context when DAX executes
row number 5? There are two row contexts. Because the code is written in a calculated column, there is
a default row context automatically created by the engine that scans the Product table. Moreover,
FILTER being an iterator, there is the row context generated by FILTER that scans the product table

again. This is shown graphically in Figure 4-9.
| Row context of the
| calculated column

Product [UnitPriceRank] =

COUNTROWS (
FILTER (
Product,
Product[Unit Price] >= PriceOfCurren E’m

Row context of thell
FILTER function |

FIGURE 4-9 During the evaluation of the innerm@st.expression, there are two row contexts on the
same table.

The outer box includes the rowfeontext of the calculated column, which is iterating over Product.
However, the inner box shows’the rowrcontext of the FILTER function, which is iterating over Product
too. The expression Product[Unit Price] depends on the context. Therefore, a reference to Product{Unit
Price] in the inner box can @nly,refer to the currently iterated row by FILTER. The problem is that, in that
box, we need tofevaluate the value of Unit Price that is referenced by the row context of the calculated
column, which is now hidden.

Indeed, when one does not create a new row context using an iterator, the value of Product[Unit
Price] is the desired value, which is the value in the current row context of the calculated column, as in
this simple piece of code:

Product[Test] = Product[Unit Price]

To further demonstrate this, let us evaluate Product[Unit Price] in the two boxes, with some dummy
code. What comes out are different results as shown in Figure 4-10, where we added the evaluation of
Product[Unit Price] right before COUNTROWS, only for educational purposes.
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